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**Завдання на лабораторну роботу**

1. Записати лінійне рівняння регресії.

2. Обрати тип двофакторного експерименту і скласти матрицю планування для

нього з використанням додаткового нульового фактору (х0=1).

3. Провести експеримент в усіх точках повного факторного простору (знайти

значення функції відгуку y). Значення функції відгуку задати випадковим

чином у відповідності до варіанту у діапазоні ymin ÷ ymax

ymax = (30 - Nваріанту)\*10,

ymin = (20 - Nваріанту)\*10.

Варіанти обираються по номеру в списку в журналі викладача.
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**![](data:image/png;base64,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)**

**Код програми**

import random  
import math  
variant = 326  
m = 6  
y\_max = (30 - variant) \* 10  
y\_min = (20 - variant) \* 10  
  
x1\_min = -25  
x1\_max = -5  
x2\_min = -15  
x2\_max = 35  
  
xn = [[-1, -1], [-1, 1], [1, -1]]  
  
  
  
def average\_y(counting\_list):  
 average\_l\_y = []  
 for i in counting\_list:  
 average\_l\_y.append(sum(i)/len(i))  
 return average\_l\_y  
  
  
  
def dispersion(counting\_list):  
 d = []  
 for i in range(len(counting\_list)):  
 sum\_of\_y =0  
 for k in counting\_list[i]:  
 sum\_of\_y += (k - average\_y(counting\_list)[i]) \*\* 2  
 d.append(sum\_of\_y / len(counting\_list[i]))  
 return d  
  
  
def f\_uv(u, v):  
 if u >= v:  
 return u / v  
 else:  
 return v / u  
  
  
def determinant(x11, x12, x13, x21, x22, x23, x31, x32, x33):  
 det = x11 \* x22 \* x33 + x12 \* x23 \* x31 + x32 \* x21 \* x13 - x13 \* x22 \* x31 - x32 \* x23 \* x11 - x12 \* x21 \* x33  
 return det  
  
  
  
  
y = []  
for i in range(3):  
 y.append([random.randint(y\_min, y\_max),  
 random.randint(y\_min, y\_max),  
 random.randint(y\_min, y\_max),  
 random.randint(y\_min, y\_max),  
 random.randint(y\_min, y\_max),  
 random.randint(y\_min, y\_max)  
 ])  
  
print(y)  
  
avg\_y = average\_y(y)  
print(avg\_y)  
  
  
  
  
sigma\_tetta = math.sqrt((2 \* (2 \* m - 2)) / (m \* (m - 4)))  
  
fuv = []  
tetta = []  
ruv = []  
  
fuv.append(f\_uv(dispersion(y)[0], dispersion(y)[1]))  
fuv.append(f\_uv(dispersion(y)[2], dispersion(y)[0]))  
fuv.append(f\_uv(dispersion(y)[2], dispersion(y)[1]))  
  
tetta.append(((m - 2) / m) \* fuv[0])  
tetta.append(((m - 2) / m) \* fuv[1])  
tetta.append(((m - 2) / m) \* fuv[2])  
  
  
ruv.append(abs(tetta[0] - 1) / sigma\_tetta)  
ruv.append(abs(tetta[1] - 1) / sigma\_tetta)  
ruv.append(abs(tetta[2] - 1) / sigma\_tetta)  
  
r\_kr = 2  
  
  
for i in range(len(ruv)):  
 if ruv[i] > r\_kr:  
 print("Неоднорідна дисперсія")  
  
  
mx1 = (xn[0][0] + xn[1][0] + xn[2][0]) / 3  
mx2 = (xn[0][1] + xn[1][1] + xn[2][1]) / 3  
my = (avg\_y[0] + avg\_y[1] + avg\_y[2]) / 3  
  
  
a1 = (xn[0][0] \*\* 2 + xn[1][0] \*\* 2 + xn[2][0] \*\* 2) / 3  
a2 = (xn[0][0] \* xn[0][1] + xn[1][0] \* xn[1][1] + xn[2][0] \* xn[2][1]) / 3  
a3 = (xn[0][1] \*\* 2 + xn[1][1] \*\* 2 + xn[2][1] \*\* 2) / 3  
a11 = (xn[0][0] \* avg\_y[0] + xn[1][0] \* avg\_y[1] + xn[2][0] \* avg\_y[2]) / 3  
a22 = (xn[0][1] \* avg\_y[0] + xn[1][1] \* avg\_y[1] + xn[2][1] \* avg\_y[2]) / 3  
  
  
b0 = determinant(my, mx1, mx2, a11, a1, a2, a22, a2, a3) / determinant(1, mx1, mx2, mx1, a1, a2, mx2, a2, a3)  
b1 = determinant(1, my, mx2, mx1, a11, a2, mx2, a22, a3) / determinant(1, mx1, mx2, mx1, a1, a2, mx2, a2, a3)  
b2 = determinant(1, mx1, my, mx1, a1, a11, mx2, a2, a22) / determinant(1, mx1, mx2, mx1, a1, a2, mx2, a2, a3)  
  
y\_pr1 = b0 + b1 \* xn[0][0] + b2 \* xn[0][1]  
y\_pr2 = b0 + b1 \* xn[1][0] + b2 \* xn[1][1]  
y\_pr3 = b0 + b1 \* xn[2][0] + b2 \* xn[2][1]  
  
  
dx1 = abs(x1\_max - x1\_min) / 2  
dx2 = abs(x2\_max - x2\_min) / 2  
x10 = (x1\_max + x1\_min) / 2  
x20 = (x2\_max + x2\_min) / 2  
  
a\_0 = b0 - (b1 \* x10 / dx1) - (b2 \* x20 / dx2)  
a\_1 = b1 / dx1  
a\_2 = b2 / dx2  
  
yP1 = a\_0 + a\_1 \* x1\_min + a\_2 \* x2\_min  
yP2 = a\_0 + a\_1 \* x1\_max + a\_2 \* x2\_min  
yP3 = a\_0 + a\_1 \* x1\_min + a\_2 \* x2\_max  
  
print(f'Матриця планування при m = {m}')  
for i in range(3):  
 print(y[i])  
  
print('Експериментальні значення критерію Романовського:')  
for i in range(3):  
 print(ruv[i])  
  
print('Натуралізовані коефіцієнти: \na0 =', round(a\_0, 4), 'a1 =', round(a\_1, 4), 'a2 =', round(a\_2, 4))  
print('У практичний ', round(y\_pr1, 4), round(y\_pr2, 4), round(y\_pr3, 4),  
'\nУ середній', round(avg\_y[0], 4), round(avg\_y[1], 4), round(avg\_y[2], 4))  
print('У практичний норм.', round(yP1, 4), round(yP2, 4), round(yP3, 4))

**Відповіді на контрольні питання**

**1) Що таке регресійні поліноми і де вони застосовуються?**

В теорії планування експерименту найважливішою частиною є оцінка результатів

вимірів. При цьому використовують апроксимуючі поліноми, за допомогою яких ми

можемо описати нашу функцію. В ТПЕ ці поліноми отримали спеціальну назву -

регресійні поліноми, а їх знаходження та аналіз - регресійний аналіз.

**2) Визначення однорідності дисперсії.**

Однорідність дисперсій – властивість, коли дисперсії вимірювання функцій відгуку є однаковими, або близькими.

**3) Що називається повним факторним експериментом?**

Однорідність дисперсій – властивість, коли дисперсії вимірювання функцій відгуку є однаковими, або близькими.